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Abstract: 

Mobile-cloud computing is one of the most prominent infrastructures of mobile technologies of 

the future, as it accumulates the advantages of both mobile computing and cloud computing, 

providing optimized services to users. In a database system distributed in the cloud, connections 

necessary for a query plan may be stored on multiple sites, which exponentially increases the 

number of possible equivalent plans in the search for an optimum query execution plan. 

However, a thorough search of all possible plans is not computationally logical in such a large 

search space. In this study, we aim to identify a cost model including a multi-objective function 

with diverse (and possibly contradictory) QoS parameters to solve the query optimization 

problem in heterogeneous (in terms of pricing models) and mobile cloud databases. Then, we 

propose a novel strategy to optimize queries in such environments using the Teaching-

Learning-Based Optimization (TLBO) algorithm. Finally, the obtained results are evaluated in the 

CloudSim environment and compared with genetic optimization and Ant Colony Optimization 

(ACO). 
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1. Introduction 

India mobile cloud computing (mcc) 

Mobile devices (e.g., smartphones and tablets) are increasingly becoming an integral part of 

people's lives as the most effective and convenient time- and place-unbound communication 

tools. Mobile computing's rapid advancement has become a strong trend in developing 

information technology, business, and industry. Mobile devices, on the other hand, face 
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numerous challenges in terms of resources (e.g., battery life, storage, and bandwidth) and 

communications (e.g., mobility and security)[1][2]. The lack of resources makes it difficult to 

improve service quality . 

 

With the growing popularity of mobile applications and the increasing number of user requests, 

resource constraints in such devices have become more prominent. Some of these challenges 

have been addressed by combining mobile devices and cloud computing. Cloud computing 

opens up new possibilities for mobile app development by allowing mobile devices to keep a 

very thin layer for user applications while offloading computational and processing overhead to 

the cloud. Mcc is one of the most important areas of future mobile technology because it takes 

advantage of both mobile processing and cloud computing to provide users with the best 

possible services. 

 

In its most basic form, mcc refers to the infrastructure that stores and processes data outside of 

the mobile device (mcc association). Mobile cloud applications move computing and storage 

power away from mobile subscriptions and into the cloud. Mcc is also described as a new mobile 

app model that moves data processing and storage from mobile devices to cloud-based, 

powerful, and centralized computing platforms (aepona). These centralized applications are 

then accessed via a thin client or web browser via a wireless connection from mobile devices. On 

the other hand, mcc is a combination of mobile web and cloud computing, and it is the most 

widely used tool for giving mobile users access to internet applications and services. In a 

nutshell, mcc is a cloud-based data processing and storage service for mobile users. Since all 

complex computing modules can be processed in the cloud, mobile devices do not require 

robust configuration (e.g., processor speed and storage capacity)[3][4]. 

 

Mcc architecture 

According to the definition provided for mcc, the general mcc architecture can be introduced, as 

illustrated in fig. 1. Mobile devices connect to mobile networks through base stations, as shown 

in fig. 2 (e.g., base transceiver station, access point, or satellite). These stations create and control 

network and mobile device connections (aerial links). Mobile users' requests and information 

(e.g., id and location) are sent to central processors connected to servers that provide mobile 

network services[5][6]. Mobile network operators can provide services like authentication, 

licensing, and auditing to mobile users based on subscription data stored in databases. 

Requests for subscriptions are then sent over the internet to a cloud. Cloud controllers handle 
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requests in the cloud to provide mobile users with cloud services. Utility computing, 

virtualization, and service-oriented architecture (soa) (e.g., web, application, and database 

servers) are all used to create these services[7]. 

 

 
Fig. 1: mcc architecture [8] 

 

Query optimization in a mobile-cloud database environment 

Queries are sent from mobile devices to retrieve data stored in the cloud or possibly in mobile 

devices in a mobile-cloud database environment[9][10]. In this environment, the process of 

determining an optimal query execution plan is critical in many ways. Organizations attempt to 

adjust query execution monetary costs to fit their budget in an application scenario where many 

queries are executed on a daily basis. They are also interested in reducing query execution time 

to meet customer query response time requirements and maximize employee productivity. 

Furthermore, users tend to reduce power consumption when queries are executed on mobile 

devices[4]. This optimization process includes a vast array of contradictory statements when 

taking different cloud pricing models into account[11]. 

 

Current decision-making strategies are primarily concerned with a single objective: execution 

time. Fig. 2 depicts three query execution plans: monetary costs (m), execution time (t), and 

energy consumption (e). Because these qeps tend to cost the least in one of these three 

objectives, focusing on a single objective always leads to deciding whether to execute qep1 or 

qep2 plans. Qep3 is never chosen because it lacks the lowest cost in any of the three objectives 

listed above, even though it could be a competitive choice if all three objectives are given equal 
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weight. Thus, making a comprehensive decision necessitates implementing a strategy that 

encompasses all objectives simultaneously[5], [12][13][14][15][16]. 

 

 
Fig. 2: an example of plan execution costs [3] 

 

According to the definitions, topics, and challenges discussed in the previous sections, this study 

initially identifies a cost model comprising a multi-objective function with various and possibly 

contradictory qos parameters to solve the query optimization problem in heterogeneous (in 

terms of pricing models) and mobile-cloud database environments, and then present it using a 

strategic teaching-learning algorithm for query optimization in such environments. 

 

2. Research method 

The purpose of this study is to optimize distributed queries in mobile cloud environments. For 

this purpose, a cost function should be used to consider the parameters of query execution time 

and energy consumption in mobile cloud environments and minimize them according to user 

preferences. Moreover, the teaching-learning based optimization (tlbo) method is applied to 

yield the desired results. 

 

Figure 3 illustrates a simplified schematic of the research method. 
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figure 3: research method 

 

Each client (e.g., tablet, cellphone, etc.) Consists of the following three parts: 

1) A user interface through which users can export their queries. 

2) A query administrator to evaluate queries 

3) A cache manager to manage semantic cache (e.g., a client database) 

 

First, the query administrator analyzes the query issued to determine if it can be locally 

answered. If all the required data items are available in the local cache, the query becomes a 
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local query called fully responsive. Conversely, if only part of the query can be locally evaluated, 

it becomes a probe or supplementary query called partially responsive. A probe query refers a 

local query that allows retrieve data items from the client cache, while a supplementary query is 

sent to a user-friendly cloud query processor for evaluation based on query preferences. 

Supplementary query exactly associates missing data items. The process by which a given query 

is converted to its own probe or supplementary counterparts is called the query transform 

process. As soon as the result of a supplementary query is received by the client, the cache 

manager will save it in the local cache. Final query result is obtained by adding probe or 

supplementary queries[14], [17]–[20]. 

 

Figure 4 shows the structure and strategy of the semantic cache optimizer. 

 
Figure 4: cache-based query optimization [21] 
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Cache-based query optimization in a mobile cloud distributed database environment is as 

follows: 

 

Step 1: get a query obtained using one of the search methods. 

Step 2: calculate the cost function for the query using the following method. 

The following values are calculated for each server base i in which the main query subquery is 

copied: 

1) Current queue length q (li): the number of running processes to be executed on the 

server 

2) Server distance sd (i): server distance refers to the geographical distance between server 

and client. That is, the closer the server is, the less time it takes for the data to be fetched 

from the server. 

3) Server capacity sc (i): the number of executable processes without normal server 

operations being disrupted 

4) Server loading: the ratio of actual processes running on the server to server capacity 

 

The next step is to prioritize databases where the original query subqueries are copied (p). 

Pr = pr + (q (li) -q (lj))/10 

Pr = pr + (sd (i) -sd (j))/100 

L (i) = ql (i)/sc (i) 

L (j) = ql (j)/sc (j) 

Pr = pr + (l (i) -l (j)) 

Pr = high-priority server 

Qli = length of server i queue 

Qlj = length of server j queue 

Sdi = distance between server i to the responding server 

Sdj = distance between server j to the responding server 

Li = server i fetch 

 

This algorithm initially prioritizes all databases according to the parameters above. It then sends 

the subquery, for example, to the i database, and explores the local cache of the i database. If 

the data is available in the database cache i, it will fetch the results from the local cache; 

otherwise, it attempts to fetch the results from the database, update the local cache, and finally, 

fetch the results. 
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A cloud query processor first attempts to create a search space using the conversion rules 

introduced in classical texts. Search space refers to a set of equivalent and alternative execution 

plans for input queries. While these schemes are considered equivalent in terms of yielding 

similar results, they differ in terms of operator implementation order, operator implementation 

method, and consequently, efficiency. 

 

In the next step, a cost model is developed, including cost functions, basic statistics and data, 

and formulation. The purpose of the cost model is to estimate the costs of each search space 

execution plan. In order to ensure proper performance, the cost model needs to be armed with 

the profound knowledge of the execution environment. In a query optimization problem for a 

heterogeneous (in terms of pricing models) cloud and mobile database environment, the cost 

model function is a multi-objective function with varying and potentially contradictory qos 

parameters. Qos parameters are considered execution time (a traditional parameter, response 

time + connection time), monetary costs (cloud computing environments with heterogeneous 

pricing models provide on-demand base services, where users have to pay the query execution 

cost), and energy consumption mobile devices (it is vital to consider energy constraint in query-

issuing mobile devices). 

 

This research uses the query below to achieve a cost model: Query: name of employees working 

on the “cad/cam” project. 

 

Figure 5: query tables [22] 

 

The above sql query commands will be as follows: 

Select emp.ename 

From emp, asg, proj 

Eno Ename Title 

 e1 J.doe Elect 

E2 M.smith Syst.anal 

E3 A.lee Mech.eng 

E4 J.miller Programmer 

E5 B.casey Syst.anal 
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Where emp.eno = asg.eno and pname = "cad/cam" 

 

Relational algebra commands equivalent to the above-stated commands will be as follows: 

Π ename (empeno ∞ (σpname = "cad/cam" (proj))))) 

 

The above query can be processed using the join and semijoin techniques. 

The semijoin method is preferred to the join method in distributed database environments 

because less data volume will be exchanged between various sites to evaluate a given query. 

This is critical because the purpose of this research is to reduce query execution time[6], [23], 

[24]. 

 

Evaluating the above query using the semijoin method:  

Let's assume that the database is available as a distribution on the following four sites: 

Emp (eno, ename, title), asg (eno, pno, resp, dur), proj (pno, pname, budget, loc), pay (title, sal) 

 

The above query can be processed using the semijoin technique as follows: 

Step 1: restrict rproj (pname = "cad/cam") 

Project pname from restriect rproj 

Step 2: transmit the result r1 (from step 1) to asg site 

Step 3: join result r1 (step 1) and rasg (r2) 

Step 4: transmit result r2 (step 3) to emp site 

Step 5: join result r2 (step 3) with restricted remp at emp site 

 

Cost semijoin strategy: 

Processing cost at step 2: n1 * tcost-a 

Processing cost at step 3: n1 * n2 * ccomp-tuple + n3 * ccn-tuple 

Processing cost at step 4: n3 * 5 * tcost-a 

Processing cost at step 5: n1 * n3 * ccom-tuple + n3 * ccn-tuple 

 

Total cost function is derived from total processing cost in the above steps as follows: 

Total processing cost: (n1 + 5 * n3) tcost-a + 2 * n3 * ccn-tuple + (n1 * n2 + n1 * n3) * ccomp-

tuple 

N1 =number of relation tuples r1  

N2 = number of tuples in relation r2  
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N3 = number of tuples in relation r3 

Tcost-a =transfer cost per attribute  

Ccomp-tuple = cost per row comparison  

Ccn-tuple = cost per row connection  

 

The next important issue in distributed query optimization in mobile cloud environments is the 

amount of energy consumed by mobile devices. To this aim, the following formulation is used: 

Eij = pj * tij     if xij = 1 

Eij = 0               if xij = 0 

Pj = pjbusy - pjidle 

Tij = li fj-1     if xij = 1 

Tij = 0            if xij = 0 

Li = (n1 + 5 * n3) tcost-a + 2 * n3 * ccn-tuple + (n1 * n2 + n1 * n3) * ccomp-tuple 

 

Parameter explanation: 

Eij = amount of energy consumed by the mobile device i on which the query j is executed. 

Tij: query execution time j on mobile device i 

Pj = amount of energy consumed by mobile device j 

Xij: it determines whether query i is available on mobile device j. 

Pjidle = amount of energy consumed by mobile device j in idle mode 

Pjbusy = amount of energy consumed by mobile device j in busy mode 

Fj-1 = computing capacity of mobile device j 

 

The purpose of this study is distributed query optimization in mobile cloud environments. For 

this purpose, a cost function should be used that considers and minimizes the parameters of 

query execution time, energy consumption, and monetary costs in mobile cloud environments. 

The proposed cost function, meeting the above conditions, will be as follows: 

F=min(∑ (𝑤𝑗(𝐸𝑖𝑗) + 𝑊𝑗(𝑇𝑖𝑗) + 𝑊𝑗(𝐶𝑗))௡
௜,௝ୀଵ  

 

Parameter explanation: 

Tij= query execution time 

Wj = user-defined weight based on their preferences 

Cj = monetary costs for each site in a distributed environment 
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The above cost function includes a parameter called w, which is determined by the user based 

on his preferences, prioritizing which of the above three parameters (ie, execution time, energy 

consumption, and monetary costs). Moreover, the tlbo method was employed to optimize the 

cost function. The steps taken to implement this algorithm will be described below. 

 

3. Teaching-learning based optimization method: 

Teaching-learning based optimization (tlbo) is a novel optimization method introduced by r.v. 

Rao et al.[25]. This method is based on the influence of the teacher on students. Similar to all 

other nature-inspired algorithms, tlbo is a population-based method that utilizes a population 

of solutions to reach a global solution[26][27]. Population refers to a group of learners or 

students in a class. A teacher tries to improve knowledge level in the classroom by teaching 

learners. This way, each student can achieve an acceptable score/grade according to his/her 

ability. Indeed, a good teacher tries to improve the knowledge level of his/her students. A 

teacher can be defined as a knowledgeable community member who shares his/her knowledge 

with his/her students so that the best solution (best member in the entire population) functions 

as a teacher in the same iteration. The tlbo method consists of two phases: 1) teacher phase, 

including the learning process from the teacher and 2) learner phase, in which students learn 

through interaction with other learners[11]. Herein, a set of queries generated using the above 

cost function is considered as a population of learners or students. Then, a query is randomly 

selected as the teacher. Teacher phase is obtained using the following formula: 

Xnew, d = xold, d + r (xteacher, d-tfmd) 

 

Where d is the number of queries (problem variable), xoldd is the old member, who still has to 

learn from the teacher to increase his/her level of knowledge, including a 1 * d vector, containing 

the results of each topic or course. Besides, r is a random number in the [0, 1] range, xteacher, d 

is the best member in the entire population in this iteration, which tries to shift the mean result 

of the class (population) to its position. Moreover, tf is the teaching factor, and md is a 1 * d 

vector, containing the mean values of the class results for each topic. Tf can take 1 or 2, an 

innovative step with equal probability of chance. A new xnewd member is accepted if it proves 

better than the old member. 

 

Learner phase: learners try to increase their level of knowledge in two ways, one through 

teacher and the other through interaction. One learner interacts with other learners randomly 
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through group discussion, presentation, etc. A learner will learn new things from other students 

on condition that others are equipped with a higher knowledge level than his/her's: 

Xnew, i = xold, i + ri (xj - xk) 

 

Where the index i varies from 1 to the total number of members, xold, i is an old member that 

has not yet learned anything from interaction with other students, ri is a random number in the 

[0, 1] range. Besides, xj and xk represent two randomly selected interactions (student) on 

condition that j ≠ k and the objective function xj are better than xk. A new member of xnew, i is 

accepted if it proves better than the old member, xold, i. 

 

Figure 6 shows the flowchart of the tlbo algorithm. 

 
Figure 6: flowchart of the tlbo algorithm [28] 
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4. Simulation results: 

In this simulation, three algorithms are applied, namely tlbo algorithm, aco algorithm, and ga 

[29] to optimize the execution time and the amount of energy Consumed by distributed queries 

in mobile cloud environments.  for simulation, the cloudsim toolkit is used to simulate the cloud 

environment and the Hierarchical network topology for the data center. The number of virtual 

machines (vms) is equal to or greater than the number of hosts. Vms were also executed in the  

Same number of different tasks. For this purpose, a number of tasks were changed from 50 to 

1500, and each time the experiment was repeated more than 10 times. The Simulation results 

are presented in figures 7 and 8.  

 

 
Figure 7: query execution time 



Vol.29 计算机集成制造系统 ISSN 

No. 4 Computer Integrated Manufacturing Systems 1006-5911 

 

Computer Integrated Manufacturing Systems   68 

 

Figure 8: energy consumption 
 

5. Conclusions: 

The simulation results indicated that with an increase in the number of queries, the query 

execution time increases while the increasing slope of query execution time in the teaching-

learning method is less than aco and ga. 

 

Moreover, as the number of queries increases, the amount of energy consumed in cloud mobile 

environments in all three algorithms increases, while the increasing slope of energy 

consumption in the teaching-learning method is less than in aco and ga. As the number of 

queries increases, the tlbo algorithm will outperform aco and ga. 

 

In conclusion, the proposed cost function, applied techniques, and tlbo algorithm yielded better 

results than aco and ga in solving query execution time optimization problem and energy 

consumption in mobile cloud environments. 
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